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# **Linked list**

In this article, we will see the introduction of linked list.

Linked list is a linear data structure that includes a series of connected nodes. Linked list can be defined as the nodes that are randomly stored in the memory. A node in the linked list contains two parts, i.e., first is the data part and second is the address part. The last node of the list contains a pointer to the null. After array, linked list is the second most used data structure. In a linked list, every link contains a connection to another link.

### **Representation of a Linked list**

Linked list can be represented as the connection of nodes in which each node points to the next node of the list. The representation of the linked list is shown below -
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Till now, we have been using array data structure to organize the group of elements that are to be stored individually in the memory. However, Array has several advantages and disadvantages that must be known to decide the data structure that will be used throughout the program.

Now, the question arises why we should use linked list over array?

### **Why use linked list over array?**

Linked list is a data structure that overcomes the limitations of arrays. Let's first see some of the limitations of arrays -

* The size of the array must be known in advance before using it in the program.
* Increasing the size of the array is a time taking process. It is almost impossible to expand the size of the array at run time.
* All the elements in the array need to be contiguously stored in the memory. Inserting an element in the array needs shifting of all its predecessors.

Linked list is useful because -

* It allocates the memory dynamically. All the nodes of the linked list are non-contiguously stored in the memory and linked together with the help of pointers.
* In linked list, size is no longer a problem since we do not need to define its size at the time of declaration. List grows as per the program's demand and limited to the available memory space.

### **How to declare a linked list?**

It is simple to declare an array, as it is of single type, while the declaration of linked list is a bit more typical than array. Linked list contains two parts, and both are of different types, i.e., one is the simple variable, while another is the pointer variable. We can declare the linked list by using the user-defined data type **structure.**

The declaration of linked list is given as follows -

struct node

{

int data;

struct node \*next;

}

In the above declaration, we have defined a structure named as **node** that contains two variables, one is **data** that is of integer type, and another one is **next** that is a pointer which contains the address of next node.

Now, let's move towards the types of linked list.

### **Types of Linked list**

Linked list is classified into the following types -

* **Singly-linked list -** Singly linked list can be defined as the collection of an ordered set of elements. A node in the singly linked list consists of two parts: data part and link part. Data part of the node stores actual information that is to be represented by the node, while the link part of the node stores the address of its immediate successor.
* **Doubly linked list -** Doubly linked list is a complex type of linked list in which a node contains a pointer to the previous as well as the next node in the sequence. Therefore, in a doubly-linked list, a node consists of three parts: node data, pointer to the next node in sequence (next pointer), and pointer to the previous node (previous pointer).
* **Circular singly linked list -** In a circular singly linked list, the last node of the list contains a pointer to the first node of the list. We can have circular singly linked list as well as circular doubly linked list.
* **Circular doubly linked list -** Circular doubly linked list is a more complex type of data structure in which a node contains pointers to its previous node as well as the next node. Circular doubly linked list doesn't contain NULL in any of the nodes. The last node of the list contains the address of the first node of the list. The first node of the list also contains the address of the last node in its previous pointer.

Now, let's see the benefits and limitations of using the Linked list.

### **Advantages of Linked list**

The advantages of using the Linked list are given as follows -

* **Dynamic data structure -** The size of the linked list may vary according to the requirements. Linked list does not have a fixed size.
* **Insertion and deletion -** Unlike arrays, insertion, and deletion in linked list is easier. Array elements are stored in the consecutive location, whereas the elements in the linked list are stored at a random location. To insert or delete an element in an array, we have to shift the elements for creating the space. Whereas, in linked list, instead of shifting, we just have to update the address of the pointer of the node.
* **Memory efficient -** The size of a linked list can grow or shrink according to the requirements, so memory consumption in linked list is efficient.
* **Implementation -** We can implement both stacks and queues using linked list.

### **Disadvantages of Linked list**

The limitations of using the Linked list are given as follows -

* **Memory usage -** In linked list, node occupies more memory than array. Each node of the linked list occupies two types of variables, i.e., one is a simple variable, and another one is the pointer variable.
* **Traversal -** Traversal is not easy in the linked list. If we have to access an element in the linked list, we cannot access it randomly, while in case of array we can randomly access it by index. For example, if we want to access the 3rd node, then we need to traverse all the nodes before it. So, the time required to access a particular node is large.
* **Reverse traversing -** Backtracking or reverse traversing is difficult in a linked list. In a doubly-linked list, it is easier but requires more memory to store the back pointer.

### **Applications of Linked list**

The applications of the Linked list are given as follows -

* With the help of a linked list, the polynomials can be represented as well as we can perform the operations on the polynomial.
* A linked list can be used to represent the sparse matrix.
* The various operations like student's details, employee's details, or product details can be implemented using the linked list as the linked list uses the structure data type that can hold different data types.
* Using linked list, we can implement stack, queue, tree, and other various data structures.
* The graph is a collection of edges and vertices, and the graph can be represented as an adjacency matrix and adjacency list. If we want to represent the graph as an adjacency matrix, then it can be implemented as an array. If we want to represent the graph as an adjacency list, then it can be implemented as a linked list.
* A linked list can be used to implement dynamic memory allocation. The dynamic memory allocation is the memory allocation done at the run-time.

### **Operations performed on Linked list**

The basic operations that are supported by a list are mentioned as follows -

* **Insertion -** This operation is performed to add an element into the list.
* **Deletion -** It is performed to delete an operation from the list.
* **Display -** It is performed to display the elements of the list.
* **Search -** It is performed to search an element from the list using the given key.

### **Complexity of Linked list**

Now, let's see the time and space complexity of the linked list for the operations search, insert, and delete.

### **1. Time Complexity**

|  |  |  |
| --- | --- | --- |
| **Operations** | **Average case time complexity** | **Worst-case time complexity** |
| **Insertion** | O(1) | O(1) |
| **Deletion** | O(1) | O(1) |
| **Search** | O(n) | O(n) |

Where 'n' is the number of nodes in the given tree.

### **2. Space Complexity**

|  |  |
| --- | --- |
| **Operations** | **Space complexity** |
| **Insertion** | O(n) |
| **Deletion** | O(n) |
| **Search** | O(n) |

The space complexity of linked list is **O(n).**

So, that's all about the introduction of linked list. Hope the article will be helpful and informative to you.

# **Types of Linked List**

Before knowing about the types of a linked list, we should know what is **linked list**. So, to know about the linked list, click on the link given below:

## Types of Linked list

**The following are the types of linked list:**

* [Singly Linked list](https://www.javatpoint.com/ds-types-of-linked-list#Singly)
* [Doubly Linked list](https://www.javatpoint.com/ds-types-of-linked-list#Doubly)
* [Circular Linked list](https://www.javatpoint.com/ds-types-of-linked-list#Circular)
* [Doubly Circular Linked list](https://www.javatpoint.com/ds-types-of-linked-list#Doubly-Circular)

### **Singly Linked list**

It is the commonly used linked list in programs. If we are talking about the linked list, it means it is a singly linked list. The singly linked list is a data structure that contains two parts, i.e., one is the data part, and the other one is the address part, which contains the address of the next or the successor node. The address part in a node is also known as a **pointer**.

Suppose we have three nodes, and the addresses of these three nodes are 100, 200 and 300 respectively. The representation of three nodes as a linked list is shown in the below figure:
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We can observe in the above figure that there are three different nodes having address 100, 200 and 300 respectively. The first node contains the address of the next node, i.e., 200, the second node contains the address of the last node, i.e., 300, and the third node contains the NULL value in its address part as it does not point to any node. The pointer that holds the address of the initial node is known as a **head pointer**.

The linked list, which is shown in the above diagram, is known as a singly linked list as it contains only a single link. In this list, only forward traversal is possible; we cannot traverse in the backward direction as it has only one link in the list.

**Representation of the node in a singly linked list**

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. }

In the above representation, we have defined a user-defined structure named a **node** containing two members, the first one is data of integer type, and the other one is the pointer (next) of the node type.

To know more about a singly linked list, click on the link given below:

<https://www.javatpoint.com/singly-linked-list>

### **Doubly linked list**

As the name suggests, the doubly linked list contains two pointers. We can define the doubly linked list as a linear data structure with three parts: the data part and the other two address part. In other words, a doubly linked list is a list that has three parts in a single node, includes one data part, a pointer to its previous node, and a pointer to the next node.

Suppose we have three nodes, and the address of these nodes are 100, 200 and 300, respectively. The representation of these nodes in a doubly-linked list is shown below:
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As we can observe in the above figure, the node in a doubly-linked list has two address parts; one part stores the **address of the next** while the other part of the node stores the **previous node's address**. The initial node in the doubly linked list has the **NULL** value in the address part, which provides the address of the previous node.

**Representation of the node in a doubly linked list**

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. struct node \*prev;
6. }

In the above representation, we have defined a user-defined structure named **a node** with three members, one is **data** of integer type, and the other two are the pointers, i.e., **next and prev** of the node type. The **next pointer** variable holds the address of the next node, and the **prev pointer** holds the address of the previous node. The type of both the pointers, i.e., **next and prev** is **struct node** as both the pointers are storing the address of the node of the **struct node** type.

To know more about doubly linked list, click on the link given below:

<https://www.javatpoint.com/doubly-linked-list>

### **Circular linked list**

A circular linked list is a variation of a singly linked list. The only difference between the **singly linked list** and a **circular linked** list is that the last node does not point to any node in a singly linked list, so its link part contains a NULL value. On the other hand, the circular linked list is a list in which the last node connects to the first node, so the link part of the last node holds the first node's address. The circular linked list has no starting and ending node. We can traverse in any direction, i.e., either backward or forward. The diagrammatic representation of the circular linked list is shown below:

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. }

A circular linked list is a sequence of elements in which each node has a link to the next node, and the last node is having a link to the first node. The representation of the circular linked list will be similar to the singly linked list, as shown below:
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To know more about the circular linked list, click on the link given below:

<https://www.javatpoint.com/circular-singly-linked-list>

### **Doubly Circular linked list**

The doubly circular linked list has the features of both the **circular linked list** and **doubly linked list**.
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The above figure shows the representation of the doubly circular linked list in which the last node is attached to the first node and thus creates a circle. It is a doubly linked list also because each node holds the address of the previous node also. The main difference between the doubly linked list and doubly circular linked list is that the doubly circular linked list does not contain the NULL value in the previous field of the node. As the doubly circular linked contains three parts, i.e., two address parts and one data part so its representation is similar to the doubly linked list.

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. struct node \*prev;
6. }

To know more about the doubly circular linked list, click on the link given below:

<https://www.javatpoint.com/circular-doubly-linked-list>

# **Linked List**

* Linked List can be defined as collection of objects called **nodes** that are randomly stored in the memory.
* A node contains two fields i.e. data stored at that particular address and the pointer which contains the address of the next node in the memory.
* The last node of the list contains pointer to the null.
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## Uses of Linked List

* The list is not required to be contiguously present in the memory. The node can reside any where in the memory and linked together to make a list. This achieves optimized utilization of space.
* list size is limited to the memory size and doesn't need to be declared in advance.
* Empty node can not be present in the linked list.
* We can store values of primitive types or objects in the singly linked list.

## Why use linked list over array?

Till now, we were using array data structure to organize the group of elements that are to be stored individually in the memory. However, Array has several advantages and disadvantages which must be known in order to decide the data structure which will be used throughout the program.

Array contains following limitations:

1. The size of array must be known in advance before using it in the program.
2. Increasing size of the array is a time taking process. It is almost impossible to expand the size of the array at run time.
3. All the elements in the array need to be contiguously stored in the memory. Inserting any element in the array needs shifting of all its predecessors.

Linked list is the data structure which can overcome all the limitations of an array. Using linked list is useful because,

1. It allocates the memory dynamically. All the nodes of linked list are non-contiguously stored in the memory and linked together with the help of pointers.
2. Sizing is no longer a problem since we do not need to define its size at the time of declaration. List grows as per the program's demand and limited to the available memory space.

## Singly linked list or One way chain

Singly linked list can be defined as the collection of ordered set of elements. The number of elements may vary according to need of the program. A node in the singly linked list consist of two parts: data part and link part. Data part of the node stores actual information that is to be represented by the node while the link part of the node stores the address of its immediate successor.

One way chain or singly linked list can be traversed only in one direction. In other words, we can say that each node contains only next pointer, therefore we can not traverse the list in the reverse direction.

Consider an example where the marks obtained by the student in three subjects are stored in a linked list as shown in the figure.
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In the above figure, the arrow represents the links. The data part of every node contains the marks obtained by the student in the different subject. The last node in the list is identified by the null pointer which is present in the address part of the last node. We can have as many elements we require, in the data part of the list.

## Complexity

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Data Structure** | **Time Complexity** | | | | | | | | **Space Compleity** |
|  | **Average** | | | | **Worst** | | | | **Worst** |
|  | Access | Search | Insertion | Deletion | Access | Search | Insertion | Deletion |  |
| Singly Linked List | θ(n) | θ(n) | θ(1) | θ(1) | O(n) | O(n) | O(1) | O(1) | O(n) |

## Operations on Singly Linked List

There are various operations which can be performed on singly linked list. A list of all such operations is given below.

### **Node Creation**

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. };
6. struct node \*head, \*ptr;
7. ptr = (struct node \*)malloc(sizeof(struct node \*));

### **Insertion**

The insertion into a singly linked list can be performed at different positions. Based on the position of the new node being inserted, the insertion is categorized into the following categories.

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Insertion at beginning](https://www.javatpoint.com/insertion-in-singly-linked-list-at-beginning) | It involves inserting any element at the front of the list. We just need to a few link adjustments to make the new node as the head of the list. |
| 2 | [Insertion at end of the list](https://www.javatpoint.com/insertion-in-singly-linked-list-at-end) | It involves insertion at the last of the linked list. The new node can be inserted as the only node in the list or it can be inserted as the last one. Different logics are implemented in each scenario. |
| 3 | [Insertion after specified node](https://www.javatpoint.com/insertion-in-singly-linked-list-after-specified-node) | It involves insertion after the specified node of the linked list. We need to skip the desired number of nodes in order to reach the node after which the new node will be inserted. . |

### **Deletion and Traversing**

The Deletion of a node from a singly linked list can be performed at different positions. Based on the position of the node being deleted, the operation is categorized into the following categories.

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Deletion at beginning](https://www.javatpoint.com/deletion-in-singly-linked-list-at-beginning) | It involves deletion of a node from the beginning of the list. This is the simplest operation among all. It just need a few adjustments in the node pointers. |
| 2 | [Deletion at the end of the list](https://www.javatpoint.com/deletion-in-singly-linked-list-at-end) | It involves deleting the last node of the list. The list can either be empty or full. Different logic is implemented for the different scenarios. |
| 3 | [Deletion after specified node](https://www.javatpoint.com/deletion-in-singly-linked-list-after-specified-node) | It involves deleting the node after the specified node in the list. we need to skip the desired number of nodes to reach the node after which the node will be deleted. This requires traversing through the list. |
| 4 | [Traversing](https://www.javatpoint.com/traversing-in-singly-linked-list) | In traversing, we simply visit each node of the list at least once in order to perform some specific operation on it, for example, printing data part of each node present in the list. |
| 5 | [Searching](https://www.javatpoint.com/searching-in-singly-linked-list) | In searching, we match each element of the list with the given element. If the element is found on any of the location then location of that element is returned otherwise null is returned. . |

## Linked List in C: Menu Driven Program

1. #include<stdio.h>
2. #include<stdlib.h>
3. struct node
4. {
5. **int** data;
6. struct node \*next;
7. };
8. struct node \*head;
10. **void** beginsert ();
11. **void** lastinsert ();
12. **void** randominsert();
13. **void** begin\_delete();
14. **void** last\_delete();
15. **void** random\_delete();
16. **void** display();
17. **void** search();
18. **void** main ()
19. {
20. **int** choice =0;
21. **while**(choice != 9)
22. {
23. printf("\n\n\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\n");
24. printf("\nChoose one option from the following list ...\n");
25. printf("\n===============================================\n");
26. printf("\n1.Insert in begining\n2.Insert at last\n3.Insert at any random location\n4.Delete from Beginning\n
27. 5.Delete from last\n6.Delete node after specified location\n7.Search **for** an element\n8.Show\n9.Exit\n");
28. printf("\nEnter your choice?\n");
29. scanf("\n%d",&choice);
30. **switch**(choice)
31. {
32. **case** 1:
33. beginsert();
34. **break**;
35. **case** 2:
36. lastinsert();
37. **break**;
38. **case** 3:
39. randominsert();
40. **break**;
41. **case** 4:
42. begin\_delete();
43. **break**;
44. **case** 5:
45. last\_delete();
46. **break**;
47. **case** 6:
48. random\_delete();
49. **break**;
50. **case** 7:
51. search();
52. **break**;
53. **case** 8:
54. display();
55. **break**;
56. **case** 9:
57. exit(0);
58. **break**;
59. **default**:
60. printf("Please enter valid choice..");
61. }
62. }
63. }
64. **void** beginsert()
65. {
66. struct node \*ptr;
67. **int** item;
68. ptr = (struct node \*) malloc(sizeof(struct node \*));
69. **if**(ptr == NULL)
70. {
71. printf("\nOVERFLOW");
72. }
73. **else**
74. {
75. printf("\nEnter value\n");
76. scanf("%d",&item);
77. ptr->data = item;
78. ptr->next = head;
79. head = ptr;
80. printf("\nNode inserted");
81. }
83. }
84. **void** lastinsert()
85. {
86. struct node \*ptr,\*temp;
87. **int** item;
88. ptr = (struct node\*)malloc(sizeof(struct node));
89. **if**(ptr == NULL)
90. {
91. printf("\nOVERFLOW");
92. }
93. **else**
94. {
95. printf("\nEnter value?\n");
96. scanf("%d",&item);
97. ptr->data = item;
98. **if**(head == NULL)
99. {
100. ptr -> next = NULL;
101. head = ptr;
102. printf("\nNode inserted");
103. }
104. **else**
105. {
106. temp = head;
107. **while** (temp -> next != NULL)
108. {
109. temp = temp -> next;
110. }
111. temp->next = ptr;
112. ptr->next = NULL;
113. printf("\nNode inserted");
115. }
116. }
117. }
118. **void** randominsert()
119. {
120. **int** i,loc,item;
121. struct node \*ptr, \*temp;
122. ptr = (struct node \*) malloc (sizeof(struct node));
123. **if**(ptr == NULL)
124. {
125. printf("\nOVERFLOW");
126. }
127. **else**
128. {
129. printf("\nEnter element value");
130. scanf("%d",&item);
131. ptr->data = item;
132. printf("\nEnter the location after which you want to insert ");
133. scanf("\n%d",&loc);
134. temp=head;
135. **for**(i=0;i<loc;i++)
136. {
137. temp = temp->next;
138. **if**(temp == NULL)
139. {
140. printf("\ncan't insert\n");
141. **return**;
142. }
144. }
145. ptr ->next = temp ->next;
146. temp ->next = ptr;
147. printf("\nNode inserted");
148. }
149. }
150. **void** begin\_delete()
151. {
152. struct node \*ptr;
153. **if**(head == NULL)
154. {
155. printf("\nList is empty\n");
156. }
157. **else**
158. {
159. ptr = head;
160. head = ptr->next;
161. free(ptr);
162. printf("\nNode deleted from the begining ...\n");
163. }
164. }
165. **void** last\_delete()
166. {
167. struct node \*ptr,\*ptr1;
168. **if**(head == NULL)
169. {
170. printf("\nlist is empty");
171. }
172. **else** **if**(head -> next == NULL)
173. {
174. head = NULL;
175. free(head);
176. printf("\nOnly node of the list deleted ...\n");
177. }
179. **else**
180. {
181. ptr = head;
182. **while**(ptr->next != NULL)
183. {
184. ptr1 = ptr;
185. ptr = ptr ->next;
186. }
187. ptr1->next = NULL;
188. free(ptr);
189. printf("\nDeleted Node from the last ...\n");
190. }
191. }
192. **void** random\_delete()
193. {
194. struct node \*ptr,\*ptr1;
195. **int** loc,i;
196. printf("\n Enter the location of the node after which you want to perform deletion \n");
197. scanf("%d",&loc);
198. ptr=head;
199. **for**(i=0;i<loc;i++)
200. {
201. ptr1 = ptr;
202. ptr = ptr->next;
204. **if**(ptr == NULL)
205. {
206. printf("\nCan't delete");
207. **return**;
208. }
209. }
210. ptr1 ->next = ptr ->next;
211. free(ptr);
212. printf("\nDeleted node %d ",loc+1);
213. }
214. **void** search()
215. {
216. struct node \*ptr;
217. **int** item,i=0,flag;
218. ptr = head;
219. **if**(ptr == NULL)
220. {
221. printf("\nEmpty List\n");
222. }
223. **else**
224. {
225. printf("\nEnter item which you want to search?\n");
226. scanf("%d",&item);
227. **while** (ptr!=NULL)
228. {
229. **if**(ptr->data == item)
230. {
231. printf("item found at location %d ",i+1);
232. flag=0;
233. }
234. **else**
235. {
236. flag=1;
237. }
238. i++;
239. ptr = ptr -> next;
240. }
241. **if**(flag==1)
242. {
243. printf("Item not found\n");
244. }
245. }
247. }
249. **void** display()
250. {
251. struct node \*ptr;
252. ptr = head;
253. **if**(ptr == NULL)
254. {
255. printf("Nothing to print");
256. }
257. **else**
258. {
259. printf("\nprinting values . . . . .\n");
260. **while** (ptr!=NULL)
261. {
262. printf("\n%d",ptr->data);
263. ptr = ptr -> next;
264. }
265. }
266. }

**Output:**

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

1

Enter value

1

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

2

Enter value?

2

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in beginning

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

3

Enter element value1

Enter the location after which you want to insert 1

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

8

printing values . . . . .

1

2

1

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

2

Enter value?

123

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

1

Enter value

1234

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

4

Node deleted from the begining ...

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

5

Deleted Node from the last ...

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

6

Enter the location of the node after which you want to perform deletion

1

Deleted node 2

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

8

printing values . . . . .

1

1

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

7

Enter item which you want to search?

1

item found at location 1

item found at location 2

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete node after specified location

7.Search for an element

8.Show

9.Exit

Enter your choice?

9

# **Doubly linked list**

Doubly linked list is a complex type of linked list in which a node contains a pointer to the previous as well as the next node in the sequence. Therefore, in a doubly linked list, a node consists of three parts: node data, pointer to the next node in sequence (next pointer) , pointer to the previous node (previous pointer). A sample node in a doubly linked list is shown in the figure.

![Doubly linked list](data:image/png;base64,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)

A doubly linked list containing three nodes having numbers from 1 to 3 in their data part, is shown in the following image.

![Doubly linked list](data:image/png;base64,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)

In C, structure of a node in doubly linked list can be given as :

1. struct node
2. {
3. struct node \*prev;
4. **int** data;
5. struct node \*next;
6. }

The **prev** part of the first node and the **next** part of the last node will always contain null indicating end in each direction.

In a singly linked list, we could traverse only in one direction, because each node contains address of the next node and it doesn't have any record of its previous nodes. However, doubly linked list overcome this limitation of singly linked list. Due to the fact that, each node of the list contains the address of its previous node, we can find all the details about the previous node as well by using the previous address stored inside the previous part of each node.

## Memory Representation of a doubly linked list

Memory Representation of a doubly linked list is shown in the following image. Generally, doubly linked list consumes more space for every node and therefore, causes more expansive basic operations such as insertion and deletion. However, we can easily manipulate the elements of the list since the list maintains pointers in both the directions (forward and backward).

In the following image, the first element of the list that is i.e. 13 stored at address 1. The head pointer points to the starting address 1. Since this is the first element being added to the list therefore the **prev** of the list **contains** null. The next node of the list resides at address 4 therefore the first node contains 4 in its next pointer.

We can traverse the list in this way until we find any node containing null or -1 in its next part.
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## Operations on doubly linked list

**Node Creation**

1. struct node
2. {
3. struct node \*prev;
4. **int** data;
5. struct node \*next;
6. };
7. struct node \*head;

All the remaining operations regarding doubly linked list are described in the following table.

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Insertion at beginning](https://www.javatpoint.com/insertion-in-doubly-linked-list-at-beginning) | Adding the node into the linked list at beginning. |
| 2 | [Insertion at end](https://www.javatpoint.com/insertion-in-doubly-linked-list-at-the-end) | Adding the node into the linked list to the end. |
| 3 | [Insertion after specified node](https://www.javatpoint.com/insertion-in-doubly-linked-list-after-specified-node) | Adding the node into the linked list after the specified node. |
| 4 | [Deletion at beginning](https://www.javatpoint.com/deletion-in-doubly-linked-list-at-beginning) | Removing the node from beginning of the list |
| 5 | [Deletion at the end](https://www.javatpoint.com/deletion-in-doubly-linked-list-at-the-end) | Removing the node from end of the list. |
| 6 | [Deletion of the node having given data](https://www.javatpoint.com/deletion-in-doubly-linked-list-after-the-specified-node) | Removing the node which is present just after the node containing the given data. |
| 7 | [Searching](https://www.javatpoint.com/searching-in-doubly-linked-list) | Comparing each node data with the item to be searched and return the location of the item in the list if the item found else return null. |
| 8 | [Traversing](https://www.javatpoint.com/traversing-in-doubly-linked-list) | Visiting each node of the list at least once in order to perform some specific operation like searching, sorting, display, etc. |

## Menu Driven Program in C to implement all the operations of doubly linked list

1. #include<stdio.h>
2. #include<stdlib.h>
3. struct node
4. {
5. struct node \*prev;
6. struct node \*next;
7. **int** data;
8. };
9. struct node \*head;
10. **void** insertion\_beginning();
11. **void** insertion\_last();
12. **void** insertion\_specified();
13. **void** deletion\_beginning();
14. **void** deletion\_last();
15. **void** deletion\_specified();
16. **void** display();
17. **void** search();
18. **void** main ()
19. {
20. **int** choice =0;
21. **while**(choice != 9)
22. {
23. printf("\n\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\n");
24. printf("\nChoose one option from the following list ...\n");
25. printf("\n===============================================\n");
26. printf("\n1.Insert in begining\n2.Insert at last\n3.Insert at any random location\n4.Delete from Beginning\n
27. 5.Delete from last\n6.Delete the node after the given data\n7.Search\n8.Show\n9.Exit\n");
28. printf("\nEnter your choice?\n");
29. scanf("\n%d",&choice);
30. **switch**(choice)
31. {
32. **case** 1:
33. insertion\_beginning();
34. **break**;
35. **case** 2:
36. insertion\_last();
37. **break**;
38. **case** 3:
39. insertion\_specified();
40. **break**;
41. **case** 4:
42. deletion\_beginning();
43. **break**;
44. **case** 5:
45. deletion\_last();
46. **break**;
47. **case** 6:
48. deletion\_specified();
49. **break**;
50. **case** 7:
51. search();
52. **break**;
53. **case** 8:
54. display();
55. **break**;
56. **case** 9:
57. exit(0);
58. **break**;
59. **default**:
60. printf("Please enter valid choice..");
61. }
62. }
63. }
64. **void** insertion\_beginning()
65. {
66. struct node \*ptr;
67. **int** item;
68. ptr = (struct node \*)malloc(sizeof(struct node));
69. **if**(ptr == NULL)
70. {
71. printf("\nOVERFLOW");
72. }
73. **else**
74. {
75. printf("\nEnter Item value");
76. scanf("%d",&item);
78. **if**(head==NULL)
79. {
80. ptr->next = NULL;
81. ptr->prev=NULL;
82. ptr->data=item;
83. head=ptr;
84. }
85. **else**
86. {
87. ptr->data=item;
88. ptr->prev=NULL;
89. ptr->next = head;
90. head->prev=ptr;
91. head=ptr;
92. }
93. printf("\nNode inserted\n");
94. }
96. }
97. **void** insertion\_last()
98. {
99. struct node \*ptr,\*temp;
100. **int** item;
101. ptr = (struct node \*) malloc(sizeof(struct node));
102. **if**(ptr == NULL)
103. {
104. printf("\nOVERFLOW");
105. }
106. **else**
107. {
108. printf("\nEnter value");
109. scanf("%d",&item);
110. ptr->data=item;
111. **if**(head == NULL)
112. {
113. ptr->next = NULL;
114. ptr->prev = NULL;
115. head = ptr;
116. }
117. **else**
118. {
119. temp = head;
120. **while**(temp->next!=NULL)
121. {
122. temp = temp->next;
123. }
124. temp->next = ptr;
125. ptr ->prev=temp;
126. ptr->next = NULL;
127. }
129. }
130. printf("\nnode inserted\n");
131. }
132. **void** insertion\_specified()
133. {
134. struct node \*ptr,\*temp;
135. **int** item,loc,i;
136. ptr = (struct node \*)malloc(sizeof(struct node));
137. **if**(ptr == NULL)
138. {
139. printf("\n OVERFLOW");
140. }
141. **else**
142. {
143. temp=head;
144. printf("Enter the location");
145. scanf("%d",&loc);
146. **for**(i=0;i<loc;i++)
147. {
148. temp = temp->next;
149. **if**(temp == NULL)
150. {
151. printf("\n There are less than %d elements", loc);
152. **return**;
153. }
154. }
155. printf("Enter value");
156. scanf("%d",&item);
157. ptr->data = item;
158. ptr->next = temp->next;
159. ptr -> prev = temp;
160. temp->next = ptr;
161. temp->next->prev=ptr;
162. printf("\nnode inserted\n");
163. }
164. }
165. **void** deletion\_beginning()
166. {
167. struct node \*ptr;
168. **if**(head == NULL)
169. {
170. printf("\n UNDERFLOW");
171. }
172. **else** **if**(head->next == NULL)
173. {
174. head = NULL;
175. free(head);
176. printf("\nnode deleted\n");
177. }
178. **else**
179. {
180. ptr = head;
181. head = head -> next;
182. head -> prev = NULL;
183. free(ptr);
184. printf("\nnode deleted\n");
185. }
187. }
188. **void** deletion\_last()
189. {
190. struct node \*ptr;
191. **if**(head == NULL)
192. {
193. printf("\n UNDERFLOW");
194. }
195. **else** **if**(head->next == NULL)
196. {
197. head = NULL;
198. free(head);
199. printf("\nnode deleted\n");
200. }
201. **else**
202. {
203. ptr = head;
204. **if**(ptr->next != NULL)
205. {
206. ptr = ptr -> next;
207. }
208. ptr -> prev -> next = NULL;
209. free(ptr);
210. printf("\nnode deleted\n");
211. }
212. }
213. **void** deletion\_specified()
214. {
215. struct node \*ptr, \*temp;
216. **int** val;
217. printf("\n Enter the data after which the node is to be deleted : ");
218. scanf("%d", &val);
219. ptr = head;
220. **while**(ptr -> data != val)
221. ptr = ptr -> next;
222. **if**(ptr -> next == NULL)
223. {
224. printf("\nCan't delete\n");
225. }
226. **else** **if**(ptr -> next -> next == NULL)
227. {
228. ptr ->next = NULL;
229. }
230. **else**
231. {
232. temp = ptr -> next;
233. ptr -> next = temp -> next;
234. temp -> next -> prev = ptr;
235. free(temp);
236. printf("\nnode deleted\n");
237. }
238. }
239. **void** display()
240. {
241. struct node \*ptr;
242. printf("\n printing values...\n");
243. ptr = head;
244. **while**(ptr != NULL)
245. {
246. printf("%d\n",ptr->data);
247. ptr=ptr->next;
248. }
249. }
250. **void** search()
251. {
252. struct node \*ptr;
253. **int** item,i=0,flag;
254. ptr = head;
255. **if**(ptr == NULL)
256. {
257. printf("\nEmpty List\n");
258. }
259. **else**
260. {
261. printf("\nEnter item which you want to search?\n");
262. scanf("%d",&item);
263. **while** (ptr!=NULL)
264. {
265. **if**(ptr->data == item)
266. {
267. printf("\nitem found at location %d ",i+1);
268. flag=0;
269. **break**;
270. }
271. **else**
272. {
273. flag=1;
274. }
275. i++;
276. ptr = ptr -> next;
277. }
278. **if**(flag==1)
279. {
280. printf("\nItem not found\n");
281. }
282. }
284. }

**Output**

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

1

Enter Item value12

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

1

Enter Item value123

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

1

Enter Item value1234

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

1234

123

12

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

2

Enter value89

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

3

Enter the location1

Enter value12345

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

1234

123

12345

12

89

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

4

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

5

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

123

12345

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

6

Enter the data after which the node is to be deleted : 123

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

123

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

7

Enter item which you want to search?

123

item found at location 1

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

6

Enter the data after which the node is to be deleted : 123

Can't delete

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

9

Exited..

# **Circular Singly Linked List**

In a circular Singly linked list, the last node of the list contains a pointer to the first node of the list. We can have circular singly linked list as well as circular doubly linked list.

We traverse a circular singly linked list until we reach the same node where we started. The circular singly liked list has no beginning and no ending. There is no null value present in the next part of any of the nodes.

The following image shows a circular singly linked list.
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Circular linked list are mostly used in task maintenance in operating systems. There are many examples where circular linked list are being used in computer science including browser surfing where a record of pages visited in the past by the user, is maintained in the form of circular linked lists and can be accessed again on clicking the previous button.

## Memory Representation of circular linked list:

In the following image, memory representation of a circular linked list containing marks of a student in 4 subjects. However, the image shows a glimpse of how the circular list is being stored in the memory. The start or head of the list is pointing to the element with the index 1 and containing 13 marks in the data part and 4 in the next part. Which means that it is linked with the node that is being stored at 4th index of the list.

However, due to the fact that we are considering circular linked list in the memory therefore the last node of the list contains the address of the first node of the list.
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We can also have more than one number of linked list in the memory with the different start pointers pointing to the different start nodes in the list. The last node is identified by its next part which contains the address of the start node of the list. We must be able to identify the last node of any linked list so that we can find out the number of iterations which need to be performed while traversing the list.

## Operations on Circular Singly linked list:

### **Insertion**

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Insertion at beginning](https://www.javatpoint.com/insertion-in-circular-singly-list-at-beginning) | Adding a node into circular singly linked list at the beginning. |
| 2 | [Insertion at the end](https://www.javatpoint.com/insertion-in-circular-singly-linked-list-at-end) | Adding a node into circular singly linked list at the end. |

### **Deletion & Traversing**

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Deletion at beginning](https://www.javatpoint.com/deletion-in-circular-singly-linked-list-at-beginning) | Removing the node from circular singly linked list at the beginning. |
| 2 | [Deletion at the end](https://www.javatpoint.com/deletion-in-circular-singly-linked-list-at-end) | Removing the node from circular singly linked list at the end. |
| 3 | [Searching](https://www.javatpoint.com/searching-in-circular-singly-linked-list) | Compare each element of the node with the given item and return the location at which the item is present in the list otherwise return null. |
| 4 | [Traversing](https://www.javatpoint.com/traversing-in-circular-singly-linked-list) | Visiting each element of the list at least once in order to perform some specific operation. |

## Menu-driven program in C implementing all operations

### **on circular singly linked list**

1. #include<stdio.h>
2. #include<stdlib.h>
3. struct node
4. {
5. **int** data;
6. struct node \*next;
7. };
8. struct node \*head;
10. **void** beginsert ();
11. **void** lastinsert ();
12. **void** randominsert();
13. **void** begin\_delete();
14. **void** last\_delete();
15. **void** random\_delete();
16. **void** display();
17. **void** search();
18. **void** main ()
19. {
20. **int** choice =0;
21. **while**(choice != 7)
22. {
23. printf("\n\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\n");
24. printf("\nChoose one option from the following list ...\n");
25. printf("\n===============================================\n");
26. printf("\n1.Insert in begining\n2.Insert at last\n3.Delete from Beginning\n4.Delete from last\n5.Search for an element\n6.Show\n7.Exit\n");
27. printf("\nEnter your choice?\n");
28. scanf("\n%d",&choice);
29. **switch**(choice)
30. {
31. **case** 1:
32. beginsert();
33. **break**;
34. **case** 2:
35. lastinsert();
36. **break**;
37. **case** 3:
38. begin\_delete();
39. **break**;
40. **case** 4:
41. last\_delete();
42. **break**;
43. **case** 5:
44. search();
45. **break**;
46. **case** 6:
47. display();
48. **break**;
49. **case** 7:
50. exit(0);
51. **break**;
52. **default**:
53. printf("Please enter valid choice..");
54. }
55. }
56. }
57. **void** beginsert()
58. {
59. struct node \*ptr,\*temp;
60. **int** item;
61. ptr = (struct node \*)malloc(sizeof(struct node));
62. **if**(ptr == NULL)
63. {
64. printf("\nOVERFLOW");
65. }
66. **else**
67. {
68. printf("\nEnter the node data?");
69. scanf("%d",&item);
70. ptr -> data = item;
71. **if**(head == NULL)
72. {
73. head = ptr;
74. ptr -> next = head;
75. }
76. **else**
77. {
78. temp = head;
79. **while**(temp->next != head)
80. temp = temp->next;
81. ptr->next = head;
82. temp -> next = ptr;
83. head = ptr;
84. }
85. printf("\nnode inserted\n");
86. }
88. }
89. **void** lastinsert()
90. {
91. struct node \*ptr,\*temp;
92. **int** item;
93. ptr = (struct node \*)malloc(sizeof(struct node));
94. **if**(ptr == NULL)
95. {
96. printf("\nOVERFLOW\n");
97. }
98. **else**
99. {
100. printf("\nEnter Data?");
101. scanf("%d",&item);
102. ptr->data = item;
103. **if**(head == NULL)
104. {
105. head = ptr;
106. ptr -> next = head;
107. }
108. **else**
109. {
110. temp = head;
111. **while**(temp -> next != head)
112. {
113. temp = temp -> next;
114. }
115. temp -> next = ptr;
116. ptr -> next = head;
117. }
119. printf("\nnode inserted\n");
120. }
122. }
124. **void** begin\_delete()
125. {
126. struct node \*ptr;
127. **if**(head == NULL)
128. {
129. printf("\nUNDERFLOW");
130. }
131. **else** **if**(head->next == head)
132. {
133. head = NULL;
134. free(head);
135. printf("\nnode deleted\n");
136. }
138. **else**
139. {   ptr = head;
140. **while**(ptr -> next != head)
141. ptr = ptr -> next;
142. ptr->next = head->next;
143. free(head);
144. head = ptr->next;
145. printf("\nnode deleted\n");
147. }
148. }
149. **void** last\_delete()
150. {
151. struct node \*ptr, \*preptr;
152. **if**(head==NULL)
153. {
154. printf("\nUNDERFLOW");
155. }
156. **else** **if** (head ->next == head)
157. {
158. head = NULL;
159. free(head);
160. printf("\nnode deleted\n");
162. }
163. **else**
164. {
165. ptr = head;
166. **while**(ptr ->next != head)
167. {
168. preptr=ptr;
169. ptr = ptr->next;
170. }
171. preptr->next = ptr -> next;
172. free(ptr);
173. printf("\nnode deleted\n");
175. }
176. }
178. **void** search()
179. {
180. struct node \*ptr;
181. **int** item,i=0,flag=1;
182. ptr = head;
183. **if**(ptr == NULL)
184. {
185. printf("\nEmpty List\n");
186. }
187. **else**
188. {
189. printf("\nEnter item which you want to search?\n");
190. scanf("%d",&item);
191. **if**(head ->data == item)
192. {
193. printf("item found at location %d",i+1);
194. flag=0;
195. }
196. **else**
197. {
198. **while** (ptr->next != head)
199. {
200. **if**(ptr->data == item)
201. {
202. printf("item found at location %d ",i+1);
203. flag=0;
204. **break**;
205. }
206. **else**
207. {
208. flag=1;
209. }
210. i++;
211. ptr = ptr -> next;
212. }
213. }
214. **if**(flag != 0)
215. {
216. printf("Item not found\n");
217. }
218. }
220. }
222. **void** display()
223. {
224. struct node \*ptr;
225. ptr=head;
226. **if**(head == NULL)
227. {
228. printf("\nnothing to print");
229. }
230. **else**
231. {
232. printf("\n printing values ... \n");
234. **while**(ptr -> next != head)
235. {
237. printf("%d\n", ptr -> data);
238. ptr = ptr -> next;
239. }
240. printf("%d\n", ptr -> data);
241. }
243. }

**Output:**

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

1

Enter the node data?10

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

2

Enter Data?20

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

2

Enter Data?30

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

3

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

4

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

5

Enter item which you want to search?

20

item found at location 1

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

6

printing values ...

20

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

7

# **Circular Doubly Linked List**

Circular doubly linked list is a more complexed type of data structure in which a node contain pointers to its previous node as well as the next node. Circular doubly linked list doesn't contain NULL in any of the node. The last node of the list contains the address of the first node of the list. The first node of the list also contain address of the last node in its previous pointer.

A circular doubly linked list is shown in the following figure.

![Circular Doubly Linked List](data:image/png;base64,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)

Due to the fact that a circular doubly linked list contains three parts in its structure therefore, it demands more space per node and more expensive basic operations. However, a circular doubly linked list provides easy manipulation of the pointers and the searching becomes twice as efficient.

## Memory Management of Circular Doubly linked list

The following figure shows the way in which the memory is allocated for a circular doubly linked list. The variable head contains the address of the first element of the list i.e. 1 hence the starting node of the list contains data A is stored at address 1. Since, each node of the list is supposed to have three parts therefore, the starting node of the list contains address of the last node i.e. 8 and the next node i.e. 4. The last node of the list that is stored at address 8 and containing data as 6, contains address of the first node of the list as shown in the image i.e. 1. In circular doubly linked list, the last node is identified by the address of the first node which is stored in the next part of the last node therefore the node which contains the address of the first node, is actually the last node of the list.
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## Operations on circular doubly linked list :

There are various operations which can be performed on circular doubly linked list. The node structure of a circular doubly linked list is similar to doubly linked list. However, the operations on circular doubly linked list is described in the following table.

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Insertion at beginning](https://www.javatpoint.com/insertion-in-circular-doubly-linked-list-at-beginning) | Adding a node in circular doubly linked list at the beginning. |
| 2 | [Insertion at end](https://www.javatpoint.com/insertion-in-circular-doubly-linked-list-at-end) | Adding a node in circular doubly linked list at the end. |
| 3 | [Deletion at beginning](https://www.javatpoint.com/deletion-in-circular-doubly-linked-list-at-beginning) | Removing a node in circular doubly linked list from beginning. |
| 4 | [Deletion at end](https://www.javatpoint.com/deletion-in-circular-doubly-linked-list-at-end) | Removing a node in circular doubly linked list at the end. |

Traversing and searching in circular doubly linked list is similar to that in the circular singly linked list.

## C program to implement all the operations on circular doubly linked list

1. #include<stdio.h>
2. #include<stdlib.h>
3. struct node
4. {
5. struct node \*prev;
6. struct node \*next;
7. **int** data;
8. };
9. struct node \*head;
10. **void** insertion\_beginning();
11. **void** insertion\_last();
12. **void** deletion\_beginning();
13. **void** deletion\_last();
14. **void** display();
15. **void** search();
16. **void** main ()
17. {
18. **int** choice =0;
19. **while**(choice != 9)
20. {
21. printf("\n\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\n");
22. printf("\nChoose one option from the following list ...\n");
23. printf("\n===============================================\n");
24. printf("\n1.Insert in Beginning\n2.Insert at last\n3.Delete from Beginning\n4.Delete from last\n5.Search\n6.Show\n7.Exit\n");
25. printf("\nEnter your choice?\n");
26. scanf("\n%d",&choice);
27. **switch**(choice)
28. {
29. **case** 1:
30. insertion\_beginning();
31. **break**;
32. **case** 2:
33. insertion\_last();
34. **break**;
35. **case** 3:
36. deletion\_beginning();
37. **break**;
38. **case** 4:
39. deletion\_last();
40. **break**;
41. **case** 5:
42. search();
43. **break**;
44. **case** 6:
45. display();
46. **break**;
47. **case** 7:
48. exit(0);
49. **break**;
50. **default**:
51. printf("Please enter valid choice..");
52. }
53. }
54. }
55. **void** insertion\_beginning()
56. {
57. struct node \*ptr,\*temp;
58. **int** item;
59. ptr = (struct node \*)malloc(sizeof(struct node));
60. **if**(ptr == NULL)
61. {
62. printf("\nOVERFLOW");
63. }
64. **else**
65. {
66. printf("\nEnter Item value");
67. scanf("%d",&item);
68. ptr->data=item;
69. **if**(head==NULL)
70. {
71. head = ptr;
72. ptr -> next = head;
73. ptr -> prev = head;
74. }
75. **else**
76. {
77. temp = head;
78. **while**(temp -> next != head)
79. {
80. temp = temp -> next;
81. }
82. temp -> next = ptr;
83. ptr -> prev = temp;
84. head -> prev = ptr;
85. ptr -> next = head;
86. head = ptr;
87. }
88. printf("\nNode inserted\n");
89. }
91. }
92. **void** insertion\_last()
93. {
94. struct node \*ptr,\*temp;
95. **int** item;
96. ptr = (struct node \*) malloc(sizeof(struct node));
97. **if**(ptr == NULL)
98. {
99. printf("\nOVERFLOW");
100. }
101. **else**
102. {
103. printf("\nEnter value");
104. scanf("%d",&item);
105. ptr->data=item;
106. **if**(head == NULL)
107. {
108. head = ptr;
109. ptr -> next = head;
110. ptr -> prev = head;
111. }
112. **else**
113. {
114. temp = head;
115. **while**(temp->next !=head)
116. {
117. temp = temp->next;
118. }
119. temp->next = ptr;
120. ptr ->prev=temp;
121. head -> prev = ptr;
122. ptr -> next = head;
123. }
124. }
125. printf("\nnode inserted\n");
126. }
128. **void** deletion\_beginning()
129. {
130. struct node \*temp;
131. **if**(head == NULL)
132. {
133. printf("\n UNDERFLOW");
134. }
135. **else** **if**(head->next == head)
136. {
137. head = NULL;
138. free(head);
139. printf("\nnode deleted\n");
140. }
141. **else**
142. {
143. temp = head;
144. **while**(temp -> next != head)
145. {
146. temp = temp -> next;
147. }
148. temp -> next = head -> next;
149. head -> next -> prev = temp;
150. free(head);
151. head = temp -> next;
152. }
154. }
155. **void** deletion\_last()
156. {
157. struct node \*ptr;
158. **if**(head == NULL)
159. {
160. printf("\n UNDERFLOW");
161. }
162. **else** **if**(head->next == head)
163. {
164. head = NULL;
165. free(head);
166. printf("\nnode deleted\n");
167. }
168. **else**
169. {
170. ptr = head;
171. **if**(ptr->next != head)
172. {
173. ptr = ptr -> next;
174. }
175. ptr -> prev -> next = head;
176. head -> prev = ptr -> prev;
177. free(ptr);
178. printf("\nnode deleted\n");
179. }
180. }
182. **void** display()
183. {
184. struct node \*ptr;
185. ptr=head;
186. **if**(head == NULL)
187. {
188. printf("\nnothing to print");
189. }
190. **else**
191. {
192. printf("\n printing values ... \n");
194. **while**(ptr -> next != head)
195. {
197. printf("%d\n", ptr -> data);
198. ptr = ptr -> next;
199. }
200. printf("%d\n", ptr -> data);
201. }
203. }
205. **void** search()
206. {
207. struct node \*ptr;
208. **int** item,i=0,flag=1;
209. ptr = head;
210. **if**(ptr == NULL)
211. {
212. printf("\nEmpty List\n");
213. }
214. **else**
215. {
216. printf("\nEnter item which you want to search?\n");
217. scanf("%d",&item);
218. **if**(head ->data == item)
219. {
220. printf("item found at location %d",i+1);
221. flag=0;
222. }
223. **else**
224. {
225. **while** (ptr->next != head)
226. {
227. **if**(ptr->data == item)
228. {
229. printf("item found at location %d ",i+1);
230. flag=0;
231. **break**;
232. }
233. **else**
234. {
235. flag=1;
236. }
237. i++;
238. ptr = ptr -> next;
239. }
240. }
241. **if**(flag != 0)
242. {
243. printf("Item not found\n");
244. }
245. }
247. }

**Output:**

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

1

Enter Item value123

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

2

Enter value234

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

1

Enter Item value90

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

2

Enter value80

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

3

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

4

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

6

printing values ...

123

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

5

Enter item which you want to search?

123

item found at location 1

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

============================================

1.Insert in Beginning

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search

6.Show

7.Exit

Enter your choice?

7

# **Skip list in Data structure**

## What is a skip list?

A skip list is a probabilistic data structure. The skip list is used to store a sorted list of elements or data with a linked list. It allows the process of the elements or data to view efficiently. In one single step, it skips several elements of the entire list, which is why it is known as a skip list.

The skip list is an extended version of the linked list. It allows the user to search, remove, and insert the element very quickly. It consists of a base list that includes a set of elements which maintains the link hierarchy of the subsequent elements.

## Skip list structure

It is built in two layers: The lowest layer and Top layer.

The lowest layer of the skip list is a common sorted linked list, and the top layers of the skip list are like an "express line" where the elements are skipped.

## Complexity table of the Skip list

|  |  |  |  |
| --- | --- | --- | --- |
| **S. No** | **Complexity** | **Average case** | **Worst case** |
| 1. | Access complexity | O(logn) | O(n) |
| 2. | Search complexity | O(logn) | O(n) |
| 3. | Delete complexity | O(logn) | O(n) |
| 4. | Insert complexity | O(logn) | O(n) |
| 5. | Space complexity | - | O(nlogn) |

## Working of the Skip list

Let's take an example to understand the working of the skip list. In this example, we have 14 nodes, such that these nodes are divided into two layers, as shown in the diagram.

The lower layer is a common line that links all nodes, and the top layer is an express line that links only the main nodes, as you can see in the diagram.

Suppose you want to find 47 in this example. You will start the search from the first node of the express line and continue running on the express line until you find a node that is equal a 47 or more than 47.

You can see in the example that 47 does not exist in the express line, so you search for a node of less than 47, which is 40. Now, you go to the normal line with the help of 40, and search the 47, as shown in the diagram.

![Skip list in Data structure](data:image/png;base64,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)

#### **Note: Once you find a node like this on the "express line", you go from this node to a "normal lane" using a pointer, and when you search for the node in the normal line.**

## Skip List Basic Operations

There are the following types of operations in the skip list.

* **Insertion operation:** It is used to add a new node to a particular location in a specific situation.
* **Deletion operation:** It is used to delete a node in a specific situation.
* **Search Operation:** The search operation is used to search a particular node in a skip list.

**Algorithm of the insertion operation**

1. Insertion (L, Key)
2. local update [0...Max\_Level + 1]
3. a = L → header
4. **for** i = L → level down to 0 **do**.
5. **while** a → forward[i] → key  forward[i]
6. update[i] = a
8. a = a → forward[0]
9. lvl = random\_Level()
10. **if** lvl > L → level then
11. **for** i = L → level + 1 to lvl **do**
12. update[i] = L → header
13. L → level = lvl
15. a = makeNode(lvl, Key, value)
16. **for** i = 0 to level **do**
17. a → forward[i] = update[i] → forward[i]
18. update[i] → forward[i] = a

**Algorithm of deletion operation**

1. Deletion (L, Key)
2. local update [0... Max\_Level + 1]
3. a = L → header
4. **for** i = L → level down to 0 **do**.
5. **while** a → forward[i] → key forward[i]
6. update[i] = a
7. a = a → forward[0]
8. **if** a → key = Key then
9. **for** i = 0 to L → level **do**
10. **if** update[i] → forward[i] ? a then **break**
11. update[i] → forward[i] = a → forward[i]
12. free(a)
13. **while** L → level > 0 and L → header → forward[L → level] = NIL **do**
14. L → level = L → level - 1

**Algorithm of searching operation**

1. Searching (L, SKey)
2. a = L → header
3. loop invariant: a → key level down to 0 **do**.
4. **while** a → forward[i] → key forward[i]
5. a = a → forward[0]
6. **if** a → key = SKey then **return** a → value
7. **else** **return** failure

**Example 1:** Create a skip list, we want to insert these following keys in the empty skip list.

1. 6 with level 1.
2. 29 with level 1.
3. 22 with level 4.
4. 9 with level 3.
5. 17 with level 1.
6. 4 with level 2.

**Ans:**

**Step 1:** Insert 6 with level 1

![Skip list in Data structure](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARkAAAEZCAMAAACUzqElAAAAWlBMVEX////a6PwAAABsjr+CgoLs7OxHR0dnZ2fExMT29vbY2NikpKQvLy8GBgZYWFh3d3fy8vLK1+mqsr9vdoA9QUaOjo65xdWMlaLS4PNYXmYoKy7k5ORPUVUSEhIEVPWeAAAEGElEQVR42uzcXWvbMBiGYU21vp20DHq07f//zUlNu5ZUD3iQkNfJfUNd8IngimzpQNh5mue8o1nIIIMMMmcho0JGhYwKGRUyKmRUyKiQUSGjQka1B5klhtPlvBAXt5+QuYVM8z6V7uF9F6mrT12mJO9bvx6Pa3Wmu6JM9nnMkqV1olzSuLG83y/Just1ZPwohiG0vE+aXNfmutOgCrGV1O8b73pz5lfyvfEv538ydfW95bFlwuklPEjeZJaPOdN7cJnucbIo6fw98+Ayp7VpXOPbo/S5Nj3qnLmTkEEGGWTOQkaFjAoZFTIqZFTIqJBRIaNCRoWMagcyfmPWf5EryLhNmZ+ryCCDDDJnIaNCRoWMChkVMipkVMiokFEho0JGZUCmrj4GZL5XnqtrqSAzrR4DMrOYM6IQfeY9o2wyMtNKash8Kxyrq7EiM93P8J5hD4wMMsgg8xkyKmRUyKiQUSGjQkaFjAoZFTIqZFR7kOE8MHMGGWSQQQaZETIqZFTIqJBRIaNCRoWMChkVMioDMtlzfmZaSMHlyKlXTjD+V5zTU5XUeM/MYRbWplkhNlZt8Sixn1HHgXusTeyBkUEGGWQ+QkaFjAoZFTIqZFTIqJBRIaNCRoWMag8ynAdmziCDDDLIIDNCRoWMChkVMipkVMiokFEho0JGZUKmHvk+8LS68uXkaXn9yZzhaUIGGWSQ+RIyKgsy7IGRQQYZZJD5EjIqZFTIqJBRIaNCRoWMChkVMqo9yGzM+rj3M2e82xYyyCCDjJVxkUEGGWSQQcbauMgggwwyBmUWv1ZDMq8vVmRaKqa+D3w4PL/YkFmare8Dvx6GjQGZknL/a3Zk3B/vh83NZUK8lMxFO/y+uQxzhvcMaxP7GfbAyCCDjLFxkUEGGWSQQcbauMgggwwyyNyRzNbcZXva2s1knn5s68n4uMgggwwyyCBjbVxkkEEGGWSQsTYuMshcUWb5y87drTAIw1AA1tDatJWJtvOPvf9zrkV2MxC2i4U4zgEteFP4MLZCiam3PlxGZt4pj1IyxvnLvDNjntolCcnECuMdEXvH5QlrlpmSXDXFzh5C3IdoGuusZpnFZKlqIurs60Awh8GzUV1Nyz63SaaaOmucLzJUEv0QDOuWKSpTHmW+M97Fxt5CUxPvzqqWmbZVTqYJPZexDuUyytemx7xuSWw/E4m9I4p1iWLdMnU/s62/lDnvn6xc5oi4DBMr3+nhvwkykFEyL2QgAxnIQAYy2uaFDGQgA5kLynwa5fOS+t7OX0ZxT+l/CWQgAxnIvAUyZ4HMsx06JAIAAAEg1r81h+ctaouwYqaYKWaKmWKmmClmiplippgpZoqZYqaYKWaKmWKmmClmiplippgpZoqZYqaYKWaKmWKmmClmvuwMtwGJLTEADNm/4AAAAABJRU5ErkJggg==)

**Step 2:** Insert 29 with level 1

![Skip list in Data structure](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZEAAAEFCAMAAAAVCCowAAAAYFBMVEX////a6PwAAABsjr+CgoLs7OxHR0dnZ2fExMT29vbY2NikpKQGBgYvLy/y8vKossJ3d3fK1+m5xdVYWFhYXmbS4POMlaJvdoCOjo49QUYoKy5NUVYSEhLk5OQ8QEWwsLBOzQZcAAAFHUlEQVR42uzdTaviMBhA4RCa5qMUBlwP8///5aRia3V17zDXHOUcpIVuH1+bLIIhGqsQg5FShJYitBShpQgtRWgpQksRWorQUoSWIrQUoaUILUVoKULrB0SmOd0uT6V5CqbIu/WTIkuMuXaHGLtEW2PuIjXHuPTr5bK2YK8VKbFsUzEtnabUvD2Ybs9r1uOVInFrTpvMdBuS0tYldJ/+6bel5v7cXjwjv3PsbbdSDpG2xt6kyAiRdL2HjeIqMu0z0lNk4Hukf2p+fo8oMnKt1a/z9SfrvtZyRtyzv1GK0FKEliK0FKGlCC1FaClCSxFaitBShJYitBShpQgtRWj9f5H4xfwmvEwkfClnU5E3SRFaitBShJYitBShpQgtRWgpQksRWorQUoSWIrQUofV9kbbGOSlyNFyk/mphyVWRveEiW+2SFNlDiDgjpwAiaY7F98gRQGQzKYrsIURqXhTZGy6SLi20uSmyN1xk24/4Hjk1XsQ9+0OKfHyK0FKEliK0FKGlCC1FaClCSxFaitBShJYitBShpQgtz7PTckZoKUJLEVqK0FKEliK0FKGlCC1FaClCSxFaitBShJYitBSh9X2REj0/cm64SMoplNnT00fDRTwZ+hRCxHOIpwgiNS++R44AIjVPrrXujRdJ8+Lq99RwkZoX9yPnhou0NfZcax0NF3HP/pgiH58itBShpQgtRWgpQksRWorQUoSWIrQUoaUILUVoKULL8+y0nBFaitBShJYitBShpQgtRWgpQksRWorQUoSWIrQUoaUILUVo/YtIu/j/7PcAIm31H/NPjRcp6x9n5NR4EX+1HlPk01OEliK0FKGlCC337LQUoaUILUVoKUJLEVqK/G3vXnbTBgIwCpuJjW8QYwcwl6rv/5idSVV1GyKYHFvnlwhRNkfyBwYWDrQpQpsitClCmyK0KUKbIrQpQpsitK3neva1dNfzHFlLVxFaVxFaVxFaVxFaVxFaVxFaVxFaVxFaVxFaVxFaVxFaVxFaVxFaVxFa9xsiZdh3oCNzeV9X93GRvm5R38++2x3e19R9XKTsWd/PftmlY7Oe7sMibd3EW88RKX6FkI7NWroPi1TbZ4k8dbs7vutzZKFdX0doXd9r0bp+HqF1/cxO6ypC6ypC6ypC6ypC6ypC6ypC6ypC6ypC6ypC6ypC6ypC6ypC6ypC6ypC667neva3rw7efb7I2+Zre7OryCK6itC6itC6itC6itC6itC6itC6itC6itC6itC6itC6itC6itC6itC6D4iUZfqx7xZzZKZbuI6Zu0MIYfi8O56yiJR1u5jH6ngdNuc5b3c8jpvhOk63YTPPOUT6BNLWITRt3cS/NGSRYf6xR8IQnyDTfXy9SL+t/so0+64vi6quyCLn8pr9rJU2/Z6iSLp7uUgI2+rfBe1Nd2ibEn3WOt+mzTxn756O5810G2L+9SLbqqzbKBLi+vbQlQ1bJGoM1zFrN4HMqR1CneOs9fmvBaqPrkjrL3WFFomnjvwi4/X8P59BpOj2TbxPd/FWwt9r3af4gM3bTaesuOk+pt9yiBR9epsVQl+k1xK2SPo8cjxl7aZk3JDOWnP2z+zdRwUXWWb32yJNaNZ9ZBYnsvojo4hdRZhdRWhdRWhdRWhdRWhdRWhdRWhdRWhdRWhdRWhdRWjdUHhdOaubRBxpitCmCG2K0KYIbYrQpghtitCmCG2K0KYIbYrQpghtitCmCG2K0KYIbYrQpghtUcSx9geSCUPFdJpJhgAAAABJRU5ErkJggg==)

**Step 3:** Insert 22 with level 4

![Skip list in Data structure](data:image/png;base64,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)

**Step 4:** Insert 9 with level 3

![Skip list in Data structure](data:image/png;base64,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)

**Step 5:** Insert 17 with level 1

![Skip list in Data structure](data:image/png;base64,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)

**Step 6:** Insert 4 with level 2

![Skip list in Data structure](data:image/png;base64,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)

**Example 2:** Consider this example where we want to search for key 17.

![Skip list in Data structure](data:image/png;base64,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)

**Ans:**

![Skip list in Data structure](data:image/png;base64,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)

## Advantages of the Skip list

1. If you want to insert a new node in the skip list, then it will insert the node very fast because there are no rotations in the skip list.
2. The skip list is simple to implement as compared to the hash table and the binary search tree.
3. It is very simple to find a node in the list because it stores the nodes in sorted form.
4. The skip list algorithm can be modified very easily in a more specific structure, such as indexable skip lists, trees, or priority queues.
5. The skip list is a robust and reliable list.

## Disadvantages of the Skip list

1. It requires more memory than the balanced tree.
2. Reverse searching is not allowed.
3. The skip list searches the node much slower than the linked list.

## Applications of the Skip list

1. It is used in distributed applications, and it represents the pointers and system in the distributed applications.
2. It is used to implement a dynamic elastic concurrent queue with low lock contention.
3. It is also used with the QMap template class.
4. The indexing of the skip list is used in running median problems.
5. The skip list is used for the delta-encoding posting in the Lucene search.